**What is Python?**

Python is a very popular general-purpose interpreted, interactive, object-oriented, and high-level programming language. Python is dynamically-typed and garbage-collected programming language. It was created by Guido van Rossum during 1985- 1990. Like Perl, Python source code is also available under the GNU General Public License (GPL).

Python supports multiple programming paradigms, including Procedural, Object Oriented and Functional programming language. Python design philosophy emphasizes code readability with the use of significant indentation.

This Python tutorial gives a complete understanding of Python programming language, starting from basic concepts to advanced concepts. This tutorial will take you through simple and practical approaches while learning Python Programming language.

**Python "Hello, World!"**

To start with Python programming, the very basic program is to print "Hello, World!" You can use the print() function. Below is an example of Python code to print

Hello, World!" −

Open Compiler

# Python code to print "Hello, World!"

print ("Hello, World!")

Characteristics of Python

Following are important characteristics of **Python Programming** −

* It supports functional and structured programming methods as well as [OOP](https://www.tutorialspoint.com/python/python_oops_concepts.htm).
* It can be used as a scripting language or can be compiled to byte-code for building large applications.
* It provides very high-level dynamic data types and supports dynamic type checking.
* It supports automatic garbage collection.
* It can be easily integrated with C, C++, COM, ActiveX, CORBA, and Java.

**Applications of Python**

[Python](https://www.tutorialspoint.com/python/python_overview.htm) is a general-purpose programming language. It is suitable for the development of a wide range of software applications. Over the last few years Python has been the preferred language of choice for developers in the following application areas –

**Data Science**

Python's recent meteoric rise in the popularity charts is largely due to its Data science libraries. Python has become an essential skill for data scientists. Today, real time web applications, mobile applications and other devices generate huge amount of data. Python's data science libraries help companies generate business insights from this data.

Libraries like [NumPy](https://www.tutorialspoint.com/numpy/index.htm), [Pandas](https://www.tutorialspoint.com/python_pandas/index.htm), and [Matplotlib](https://www.tutorialspoint.com/matplotlib/index.htm) are extensively used to apply mathematical algorithms to the data and generate [visualizations](https://www.tutorialspoint.com/python_pandas/python_pandas_visualization.htm). Commercial and community Python distributions like Anaconda and Active State bundle all the essential libraries required for data science.

**Machine Learning**

Python libraries such as [Scikit-learn](https://www.tutorialspoint.com/scikit_learn/index.htm) and [TensorFlow](https://www.tutorialspoint.com/tensorflow/index.htm) help in building models for prediction of trends like customer satisfaction, projected values of stocks etc. based upon the past data. [Machine learning](https://www.tutorialspoint.com/machine_learning/index.htm) applications include (but not restricted to) medical diagnosis, statistical arbitrage, basket analysis, sales prediction etc.

**Web Development**

Python's web frameworks facilitate rapid web application development. [Django](https://www.tutorialspoint.com/django/index.htm), [Pyramid](https://www.tutorialspoint.com/python_pyramid/index.htm), [Flask](https://www.tutorialspoint.com/flask/index.htm) are very popular among the web developer community. etc. make it very easy to develop and deploy simple as well as complex web applications.

Latest versions of Python provide asynchronous programming support. Modern web frameworks leverage this feature to develop fast and high performance web apps and APIs.

**Computer Vision and Image processing**

[OpenCV](https://www.tutorialspoint.com/opencv_python/index.htm) is a widely popular library for capturing and processing images. Image processing algorithms extract information from images, reconstruct image and video data. Computer Vision uses image processing for face detection and pattern recognition. OpenCV is a C++ library. Its Python port is extensively used because of its rapid development feature.

Some of the application areas of computer vision are [robotics](https://www.tutorialspoint.com/artificial_intelligence/artificial_intelligence_robotics.htm), industrial surveillance, automation, and [biometrics](https://www.tutorialspoint.com/biometrics/index.htm) etc.

**Embedded Systems and IoT**

Micropython (<https://micropython.org/>), a lightweight version especially for microcontrollers like [Arduino](https://www.tutorialspoint.com/arduino/index.htm). Many automation products, robotics, [IoT](https://www.tutorialspoint.com/internet_of_things/index.htm), and kiosk applications are built around Arduino and programmed with Micropython. [Raspberry Pi](https://www.tutorialspoint.com/raspberry_pi/index.htm) is also very popular alow cost single board computer used for these type of applications.

**Job Scheduling and Automation**

Python found one of its first applications in automating CRON (Command Run ON) jobs. Certain tasks like periodic data backups, can be written in Python scripts scheduled to be invoked automatically by operating system scheduler.

Many software products like Maya embed Python API for writing automation scripts (something similar to Excel micros).

**Desktop GUI Applications**

Python is a great option for building ergonomic, attractive, and user-friendly desktop GUI applications. Several graphics libraries, though built in C/C++, have been ported to Python. The popular Qt graphics toolkit is available as a [PyQt](https://www.tutorialspoint.com/pyqt/index.htm" \t "_blank) package in Python. Similarly, WxWidgets has been ported to Python as [WxPython](https://www.tutorialspoint.com/wxpython/index.htm" \t "_blank). Python's built-in GUI package, TKinter is a Python interface to the Tk Graphics toolkit.

Here is a select list of Python GUI libraries:

* Tkinter − Tkinter is the Python interface to the Tk GUI toolkit shipped with Python's standard library.
* wxPython − This is the Python interface for the wxWidgets GUI toolkit. BitTorrent Client application has been built with wxPython functionality.
* PyQt – Qt is one of the most popular GUI toolkits. It has been ported to Python as a PyQt5 package. Notable desktop GUI apps that use PyQt include QGIS, Spyder IDE, Calibre Ebook Manager, etc.
* PyGTK − PyGTK is a set of wrappers written in Python and C for GTK + GUI library. The complete PyGTK tutorial is available here.
* [PySimpleGUI](https://www.tutorialspoint.com/pysimplegui/index.htm) − PySimpleGui is an open-source, cross-platform GUI library for Python. It aims to provide a uniform API for creating desktop GUIs based on Python's Tkinter, PySide, and WxPython toolkits.
* Jython − Jython is a Python port for Java, which gives Python scripts seamless access to the Java GUI libraries on the local machine.

**Console-based Applications**

Python is often employed to build CLI (command-line interface) applications. Such scripts can be used to run scheduled CRON jobs such as taking database backups etc. There are many Python libraries that parse the command line arguments. The argparse library comes bundled with Pythons standard library. You can use Click (part of Flask framework) and Typer (included in FastAPI framework) to build console interfaces to the web-based applications built by the respective frameworks. Textual is a rapid development framework to build apps that run inside a terminal as well as browsers.

**CAD Applications**

CAD engineers can take advantage of Python's versatility to automate repetitive tasks such as drawing shapes and generating reports.

Autodesk Fusion 360 is a popular CAD software, which has a Python API that allows users to automate tasks and create custom tools. Similarly, SolidWorks has a built-in Python shell that allows users to run Python scripts inside the software.

CATIA is another very popular CAD software. Along with a VBScript, certain third-party Python libraries that can be used to control CATIA.

**Game Development**

Some popular gaming apps have been built with Python. Examples include BattleField2, The Sims 4, World of Tanks, Pirates of the Caribbean, and more. These apps are built with one of the following Python libraries.

Pygame is one of the most popular Python libraries used to build engaging computer games. Pygame is an open-source Python library for making multimedia applications like games built on top of the excellent SDL library. It is a cross-platform library, which means you can build a game that can run on any operating system platform.

Another library Kivy is also widely used to build desktop as well as mobile-based games. Kivy has a multi-touch interface. It is an open-source and cross-platform Python library for rapid development of game applications. Kivy runs on Linux, Windows, OS X, Android, iOS, and Raspberry Pi.

PyKyra library is based on both SDL (Software and Documentation Localisation) and the Kyra engine. It is one of the fastest game development frameworks. PyKyra supports MPEG , MP3, Ogg Vorbis, Wav, etc., multimedia formats.

**Features of Python**

The latest release of Python is 3.x. As mentioned before, Python is one of the most widely used languages on the web. I'm going to list a few of them here:

* **Easy-to-learn** − Python has few keywords, simple structure, and a clearly defined syntax. This allows the student to pick up the language quickly.
* **Easy-to-read** − Python code is more clearly defined and visible to the eyes.
* **Easy-to-maintain** − Python's source code is fairly easy-to-maintain.
* **A broad standard library** − Python's bulk of the library is very portable and cross-platform compatible on UNIX, Windows, and Macintosh.
* **Interactive Mode** − Python has support for an interactive mode that allows interactive testing and debugging of snippets of code.
* **Portable** − Python can run on a wide variety of hardware platforms and has the same interface on all platforms.
* **Extendable** − You can add low-level modules to the [Python interpreter](https://www.tutorialspoint.com/python/python_interpreter.htm). These modules enable programmers to add to or customize their tools to be more efficient.
* **Databases** − Python provides interfaces to all major commercial databases.
* **GUI Programming** − Python supports GUI applications that can be created and ported to many system calls, libraries, and Windows systems, such as Windows MFC, Macintosh, and the X Window system of Unix.
* **Scalable** − Python provides a better structure and support for large programs than shell scripting.

**Python Overview**

Python is a high-level, interpreted, interactive and object-oriented scripting language. Python is designed to be highly readable. It uses English keywords frequently where as other languages use punctuation, and it has fewer syntactical constructions than other languages.

* Python is Interpreted − Python is processed at runtime by the interpreter. You do not need to compile your program before executing it. This is similar to PERL and PHP.
* Python is Interactive − You can actually sit at a Python prompt and interact with the interpreter directly to write your programs.
* Python is Object-Oriented − Python supports Object-Oriented style or technique of programming that encapsulates code within objects.
* Python is a Beginner's Language − Python is a great language for the beginner-level programmers and supports the development of a wide range of applications from simple text processing to WWW browsers to games.

Python is an open-source and cross-platform programming language. It is available for use under Python Software Foundation License (compatible to GNU General Public License) on all the major operating system platforms Linux, Windows and Mac OS.

To facilitate new features and to maintain that readability, the Python Enhancement Proposal (PEP) process was developed. This process allows anyone to submit a PEP for a new feature, library, or other addition.

The design philosophy of Python emphasizes on simplicity, readability and unambiguity. Python is known for its batteries included approach as Python software is distributed with a comprehensive standard library of functions and modules.

Python's design philosophy is documented in the Zen of Python. It consists of nineteen aphorisms such as −

* Beautiful is better than ugly
* Explicit is better than implicit
* Simple is better than complex
* Complex is better than complicated

**Pythonic Code Style**

Python leaves you free to choose to program in an object-oriented, procedural, functional, aspect-oriented, or even logic-oriented way. These freedoms make Python a great language to write clean and beautiful code.

Pythonic Code Style is actually more of a design philosophy and suggests to write a code which is:

* Clean
* Simple
* Beautiful
* Explicit
* Readable

**Python – Features**

Python is a feature-rich, high-level, interpreted, interactive, and object-oriented scripting language. Python is a versatile and very popular programming language due to its features such as readability, simplicity, extensive libraries, and many more. In this tutorial, we will learn about the various features of Python that make it a powerful and versatile programming language.
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Python's most important features are as follows:

**Easy to Learn**

This is one of the most important reasons for the popularity of Python. Python has a limited set of keywords. Its features such as simple [syntax](https://www.tutorialspoint.com/python/python_basic_syntax.htm), usage of indentation to avoid clutter of curly brackets and dynamic typing that doesn't necessitate prior declaration of variable help a beginner to learn Python quickly and easily.

**Dynamically Typed**

Python is a dynamically typed programming language. In Python, you don't need to specify the variable time at the time of the variable declaration. The types are specified at the runtime based on the assigned value due to its dynamically typed feature.

**Interpreter Based**

Instructions in any programming languages must be translated into machine code for the processor to execute them. Programming languages are either compiler based or interpreter based.

In case of a compiler, a [machine language](https://www.tutorialspoint.com/machine_learning/index.htm) version of the entire source program is generated. The conversion fails even if there is a single erroneous statement. Hence, the development process is tedious for the beginners. The C family languages (including [C](https://www.tutorialspoint.com/cprogramming/index.htm), [C++](https://www.tutorialspoint.com/cplusplus/index.htm), [Java](https://www.tutorialspoint.com/java/index.htm), [C#](https://www.tutorialspoint.com/csharp/index.htm) etc) are compiler based.

Python is an interpreter based language. The interpreter takes one instruction from the source code at a time, translates it into machine code and executes it. Instructions before the first occurrence of error are executed. With this feature, it is easier to debug the program and thus proves useful for the beginner level programmer to gain confidence gradually. Python therefore is a beginner-friendly language.

**Interactive**

Standard Python distribution comes with an interactive shell that works on the principle of REPL (Read Evaluate Print Loop). The shell presents a Python prompt >>>. You can type any valid Python expression and press Enter. Python interpreter immediately returns the response and the prompt comes back to read the next expression.

>>> 2\*3+1

7

>>> print ("Hello World")

Hello World

The interactive mode is especially useful to get familiar with a library and test out its functionality. You can try out small code snippets in interactive mode before writing a program.

**Multi-paradigm**

Python is a completely [object-oriented](https://www.tutorialspoint.com/python/python_oops_concepts.htm) language. Everything in a Python program is an [object](https://www.tutorialspoint.com/python/python_object_classes.htm). However, Python conveniently encapsulates its object orientation to be used as an imperative or procedural language such as C. Python also provides certain functionality that resembles functional programming. Moreover, certain third-party tools have been developed to support other programming paradigms such as aspect-oriented and logic programming.

Standard Library

Even though it has a very few keywords (only Thirty Five), Python software is distributed with a standard library made of large number of modules and packages. Thus Python has out of box support for programming needs such as serialization, data compression, internet data handling, and many more. Python is known for its batteries included approach.

Some of the Python's popular modules are:

* [NumPy](https://www.tutorialspoint.com/numpy/index.htm)
* [Pandas](https://www.tutorialspoint.com/python_pandas/index.htm)
* [Matplotlib](https://www.tutorialspoint.com/matplotlib/index.htm)
* Tkinter
* [Math](https://www.tutorialspoint.com/python/python_maths.htm)

**Open Source and Cross Platform**

Python's standard distribution can be downloaded from  <https://www.python.org/downloads/> without any restrictions. You can download pre-compiled binaries for various operating system platforms. In addition, the source code is also freely available, which is why it comes under open-source category.

Python software (along with the documentation) is distributed under Python Software Foundation License. It is a BSD style permissive software license and compatible to GNU GPL (General Public License).

Python is a cross-platform language. Pre-compiled binaries are available for use on various operating system platforms such as [Windows](https://www.tutorialspoint.com/windows10/index.htm), [Linux](https://www.tutorialspoint.com/unix/index.htm), Mac OS, [Android OS](https://www.tutorialspoint.com/android/index.htm). The reference implementation of Python is called CPython and is written in C. You can download the source code and compile it for your OS platform.

A Python program is first compiled to an intermediate platform independent byte code. The virtual machine inside the interpreter then executes the byte code. This behaviour makes Python a cross-platform language, and thus a Python program can be easily ported from one OS platform to other.

**GUI Applications**

Python's standard distribution has an excellent graphics library called TKinter. It is a Python port for the vastly popular GUI toolkit called TCL/Tk. You can build attractive user-friendly GUI applications in Python. GUI toolkits are generally written in C/C++. Many of them have been ported to Python. Examples are [PyQt](https://www.tutorialspoint.com/pyqt/index.htm" \t "_blank), [WxWidgets](https://www.tutorialspoint.com/wxpython/index.htm" \t "_blank), [PySimpleGUI](https://www.tutorialspoint.com/pysimplegui/index.htm" \t "_blank) etc.

**Database Connectivity**

Almost any type of database can be used as a backend with the Python application. DB-API is a set of specifications for database driver software to let Python communicate with a relational database. With many third-party libraries, Python can also work with NoSQL databases such as [MongoDB](https://www.tutorialspoint.com/mongodb/index.htm).

**Extensible**

The term extensibility implies the ability to add new features or modify existing features. As stated earlier, CPython (which is Python's reference implementation) is written in C. Hence one can easily write modules/libraries in C and incorporate them in the standard library. There are other implementations of Python such as Jython (written in Java) and [IPython](https://www.tutorialspoint.com/jupyter/ipython_introduction.htm" \t "_blank) (written in C#). Hence, it is possible to write and merge new functionality in these implementations with Java and C# respectively.

**Active Developer Community**

As a result of Python's popularity and open-source nature, a large number of Python developers often interact with online forums and conferences. Python Software Foundation also has a significant member base, involved in the organization's mission to "**Promote, Protect, and Advance the Python Programming Language**"

Python also enjoys a significant institutional support. Major IT companies Google, Microsoft, and Meta contribute immensely by preparing documentation and other resources.

Apart from the above-mentioned features, Python has another big list of good features, few are listed below −

* It supports functional and structured programming methods as well as OOP.
* It can be used as a scripting language or can be compiled to byte-code for building large applications.
* It provides very high-level dynamic [data types](https://www.tutorialspoint.com/python/python_data_types.htm) and supports dynamic type checking.
* It supports automatic garbage collection.
* It can be easily integrated with C, C++, COM, ActiveX, CORBA, and Java.

**Python - Syntax**

The Python syntax defines a set of rules that are used to create a Python Program. The Python Programming Language Syntax has many similarities to Perl, C, and Java Programming Languages. However, there are some definite differences between the languages.

**First Python Program**

Let us execute a [Python program to print "Hello, World!"](https://www.tutorialspoint.com/python/python_hello_world.htm) in two different modes of Python Programming. (a) Interactive Mode Programming (b) Script Mode Programming.

Python - Interactive Mode Programming

We can invoke a [Python interpreter](https://www.tutorialspoint.com/online_python_compiler.php) from command line by typing **python** at the command prompt as following –

$ python3

Python 3.10.6 (main, Mar 10 2023, 10:55:28) [GCC 11.3.0] on linux

Type "help", "copyright", "credits" or "license" for more information.

>>>

Here **>>>** denotes a Python Command Prompt where you can type your commands. Let's type the following text at the Python prompt and press the Enter −

>>> print ("Hello, World!")

If you are running older version of Python, like Python 2.4.x, then you would need to use print statement without parenthesis as in **print "Hello, World!"**. However in Python version 3.x, this produces the following result −

Hello, World!

**Python Identifiers**

A Python identifier is a name used to identify a [variable](https://www.tutorialspoint.com/python/python_variables.htm), [function](https://www.tutorialspoint.com/python/python_functions.htm), [class](https://www.tutorialspoint.com/python/python_object_classes.htm), [module](https://www.tutorialspoint.com/python/python_modules.htm) or other object. An identifier starts with a letter A to Z or a to z or an underscore (\_) followed by zero or more letters, underscores and digits (0 to 9).

Python does not allow punctuation characters such as &commat;, $, and % within identifiers.

*Python is a case sensitive programming language. Thus,****Manpower****and****manpower****are two different identifiers in Python.*

Here are naming conventions for Python identifiers −

* Python Class names start with an uppercase letter. All other identifiers start with a lowercase letter.
* Starting an identifier with a single leading underscore indicates that the identifier is **private** identifier.
* Starting an identifier with two leading underscores indicates a strongly **private** identifier.
* If the identifier also ends with two trailing underscores, the identifier is a **language-defined** special name.

**Python Reserved Words**

The following list shows the Python keywords. These are reserved words and you cannot use them as constant or variable or any other identifier names. All the Python keywords contain lowercase letters only.

|  |  |  |
| --- | --- | --- |
| and | as | assert |
| break | class | continue |
| def | del | elif |
| else | except | False |
| finally | for | from |
| global | if | import |
| in | is | lambda |
| None | nonlocal | not |
| or | pass | raise |
| return | True | try |
| while | with | yield |

**Python Lines and Indentation**

Python programming provides no braces to indicate blocks of code for class and function definitions or flow control. Blocks of code are denoted by **line indentation**, which is rigidly enforced.

The number of spaces in the indentation is variable, but all statements within the block must be indented the same amount. For example –

if True:

print ("True"

else:

print ("False")

**Python Multi-Line Statements**

Statements in Python typically end with a new line. Python does, however, allow the use of the line continuation character (\) to denote that the line should continue. For example −

total = item\_one + \

item\_two + \

item\_three

Statements contained within the [], {}, or () brackets do not need to use the line continuation character. For example, following statement works well in Python –

days = ['Monday', 'Tuesday', 'Wednesday',

'Thursday', 'Friday']

**Quotations in Python**

Python accepts single ('), double (") and triple (''' or """) quotes to denote string literals, as long as the same type of quote starts and ends the string.

The triple quotes are used to span the string across multiple lines. For example, all the following are legal –

word = 'word'

print (word)

sentence = "This is a sentence."

print (sentence)

paragraph = """This is a paragraph. It is

made up of multiple lines and sentences."""

print (paragraph)

**Comments in Python**

A comment is a programmer-readable explanation or annotation in the Python source code. They are added with the purpose of making the source code easier for humans to understand, and are ignored by Python interpreter

Just like most modern languages, Python supports single-line (or end-of-line) and multi-line (block) comments. Python comments are very much similar to the comments available in PHP, BASH and Perl Programming languages.

A hash sign (#) that is not inside a string literal begins a comment. All characters after the # and up to the end of the physical line are part of the comment and the Python interpreter ignores them.

# First comment

print ("Hello, World!") # Second comment

This produces the following result −

Hello, World!

You can type a comment on the same line after a statement or expression −

name = "Madisetti" # This is again comment

You can comment multiple lines as follows −

# This is a comment.

# This is a comment, too.

# This is a comment, too.

# I said that already.

Following triple-quoted string is also ignored by Python interpreter and can be used as a multiline comment:

''' This is a multiline

comment.

'''

**Using Blank Lines in Python Programs**

A line containing only whitespace, possibly with a comment, is known as a blank line and Python totally ignores it.

In an interactive interpreter session, you must enter an empty physical line to terminate a multiline statement.

**Python Variables**

Python variables are the reserved memory locations used to store values with in a Python Program. This means that when you create a variable you reserve some space in the memory.

Based on the data type of a variable, memory space is allocated to it. Therefore, by assigning different data types to Python variables, you can store integers, decimals or characters in these variables.

**Memory Addresses**

Data items belonging to different data types are stored in computer's memory. Computer's memory locations are having a number or address, internally represented in binary form. Data is also stored in binary form as the computer works on the principle of binary representation. In the following diagram, a string **May** and a number **18** is shown as stored in memory locations.
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If you know the assembly language, you will covert these data items and the memory address, and give a machine language instruction. However, it is not easy for everybody. Language translator such as Python interpreter performs this type of conversion. It stores the object in a randomly chosen memory location. Python's built-in **id()** function returns the address where the object is stored.

>>> "May"

May

>>> id("May")

2167264641264

>>> 18

18

>>> id(18)

140714055169352

Once the data is stored in the memory, it should be accessed repeatedly for performing a certain process. Obviously, fetching the data from its ID is cumbersome. High level languages like Python make it possible to give a suitable alias or a label to refer to the memory location.

In the above example, let us label the location of May as month, and location in which 18 is stored as age. Python uses the assignment operator (=) to bind an object with the label.

>>> month="May"

>>> age=18

The data object (May) and its name (month) have the same id(). The id() of 18 and age are also same.

The label is an identifier. It is usually called as a variable. A Python variable is a symbolic name that is a reference or pointer to an object.

The label is an identifier. It is usually called as a variable. A Python variable is a symbolic name that is a reference or pointer to an object.

**Creating Python Variables**

Python variables do not need explicit declaration to reserve memory space or you can say to create a variable. A Python variable is created automatically when you assign a value to it. The equal sign (=) is used to assign values to variables.

The operand to the left of the = operator is the name of the variable and the operand to the right of the = operator is the value stored in the variable. For example −

**Example to Create Python Variables**

This example creates different types (an integer, a float, and a string) of variables.

counter = 100 # Creates an integer variable

miles = 1000.0 # Creates a floating point variable

name = "Zara Ali" # Creates a string variable

Printing Python Variables

Once we create a Python variable and assign a value to it, we can print it using **print()** function. Following is the extension of previous example and shows how to print different variables in Python:

Example to Print Python Variables

This example prints variables.

counter = 100 # Creates an integer variable

miles = 1000.0 # Creates a floating point variable

name = "Zara Ali" # Creates a string variable

print (counter)

print (miles)

print (name)

Here, 100, 1000.0 and "Zara Ali" are the values assigned to *counter*, *miles*, and *name* variables, respectively. When running the above Python program, this produces the

following result –

100

1000.0

Zara Ali

**Deleting Python Variables**

You can delete the reference to a number object by using the del statement.

**Example**

Following examples shows how we can delete a variable and if we try to use a deleted variable then Python interpreter will throw an error:

counter = 100

print (counter)

del counter

print (counter)

This will produce the following result:

100

Traceback (most recent call last):

File "main.py", line 7, in <module>

print (counter)

NameError: name 'counter' is not defined

**Getting Type of a Variable**

You can get the data type of a Python variable using the python built-in function type() as follows.

Example: Printing Variables Type

x = "Zara"

y = 10

z = 10.10

print(type(x)

print(type(y))

print(type(z))

This will produce the following result:

<class 'str'>

<class 'int'>

<class 'float'>

**Casting Python Variables**

You can specify the data type of a variable with the help of casting as follows:

**Example**

This example demonstrates case sensitivity of variables.

x = str(10) # x will be '10'

y = int(10) # y will be 10

z = float(10) # z will be 10.0

print( "x =", x )

print( "y =", y )

print( "z =", z )

This will produce the following result:

x = 10

y = 10

z = 10.0

**Case-Sensitivity of Python Variables**

Python variables are case sensitive which means **Age** and **age** are two different variables:

age = 20

Age = 30

print( "age =", age )

print( "Age =", Age )

This will produce the following result:

age = 20

Age = 30

**Python Variables - Multiple Assignment**

Python allows to initialize more than one variable in a single statement. In the following case, three variables have same value.

>>> a=10

>>> b=10

>>> c=10

Instead of separate assignments, you can do it in a single assignment statement as follows −

>>> a=b=c=10

>>> print (a,b,c)

10 10 10

In the following case, we have three variables with different values.

>>> a=10

>>> b=20

>>> c=30

These separate assignment statements can be combined in one. You need to give comma separated variable names on left, and comma separated values on the right of = operator.

>>> a,b,c = 10,20,30

>>> print (a,b,c)

10 20 30

Let's try few examples in script mode: −

a = b = c =100

print (a)

print (b)

print (c)

This produces the following result:

100

100

100

Here, an integer object is created with the value 1, and all three variables are assigned to the same memory location. You can also assign multiple objects to multiple variables. For example

a,b,c = 1,2,"Zara Ali"

print (a)

print (b)

print (c)

This produces the following result:

1

2

Zara Ali

Here, two integer objects with values 1 and 2 are assigned to variables a and b respectively, and one string object with the value "Zara Ali" is assigned to the variable c.

**Python Variables - Naming Convention**

Every Python variable should have a unique name like a, b, c. A variable name can be meaningful like color, age, name etc. There are certain rules which should be taken care while naming a Python variable:

* A variable name must start with a letter or the underscore character
* A variable name cannot start with a number or any special character like $, (, \* % etc.
* A variable name can only contain alpha-numeric characters and underscores (A-z, 0-9, and \_ )
* Python variable names are case-sensitive which means Name and NAME are two different variables in Python.
* Python reserved keywords cannot be used naming the variable.

If the name of variable contains multiple words, we should use these naming patterns −

* Camel case − First letter is a lowercase, but first letter of each subsequent word is in uppercase. For example: kmPerHour, pricePerLitre
* Pascal case − First letter of each word is in uppercase. For example: KmPerHour, PricePerLitre
* Snake case − Use single underscore (\_) character to separate words. For example: km\_per\_hour, price\_per\_litre

**Example**

Following are valid Python variable names:

counter = 100

\_count = 100

name1 = "Zara"

name2 = "Nuha"

Age = 20

zara\_salary = 100000

#NOW PRINTING THE VALUES

print (counter)

print (\_count)

print (name1)

print (name2)

print (Age)

print (zara\_salary)

This will produce the following result:

100

100

Zara

Nuha

20

100000

Example

Following are invalid Python variable names:

1counter = 100

$\_count = 100

zara-salary = 100000

print (1counter)

print ($count)

print (zara-salary)

This will produce the following result:

File "main.py", line 3

1counter = 100

^

SyntaxError: invalid syntax

**Python Local Variables**

Python Local Variables are defined inside a function. We cannot access variable outside the function.

**Example**

Following is an example to show the usage of local variables:

def sum(x,y):

sum = x + y

return sum

print(sum(5, 10))

This will produce the following result –

15

**Python Global Variables**

Any variable created outside a function can be accessed within any function and so they have global scope.

**Example**

Following is an example of global variables –

x = 5

y = 10

def sum():

sum = x + y

return sum

print(sum())

This will produce the following result −

15

**Constants in Python**

Python doesn't have any formally defined constants, however you can indicate a variable to be treated as a constant by using all-caps names with underscores. For example, the name PI\_VALUE indicates that you don't want the variable redefined or changed in any way.

**Python Data Types**

Python data types are actually classes, and the defined variables are their instances or objects. Since Python is dynamically typed, the data type of a variable is determined at runtime based on the assigned value.

In general, the data types are used to define the type of a variable. It represents the type of data we are going to store in a variable and determines what operations can be done on it.

Each programming language has its own classification of data items. With these datatypes, we can store different types of data values.

**Types of Data Types in Python**

* [Numeric Data Types](https://www.tutorialspoint.com/python/python_data_types.htm#numeric_data_types)
  + int
  + float
  + complex
* [String Data Types](https://www.tutorialspoint.com/python/python_data_types.htm#string_data_types)
* [Sequence Data Types](https://www.tutorialspoint.com/python/python_data_types.htm#sequence_data_types)
  + list
  + tuple
  + range
* [Binary Data Types](https://www.tutorialspoint.com/python/python_data_types.htm#binary_data_types)
  + bytes
  + bytearray
  + memoryview
* [Dictionary Data Type](https://www.tutorialspoint.com/python/python_data_types.htm#dictionary_data_type)
* [Set Data Type](https://www.tutorialspoint.com/python/python_data_types.htm#set_data_type)
  + set
  + frozenset
* [Boolean Data Type](https://www.tutorialspoint.com/python/python_data_types.htm#boolean_data_type)
* [None Type](https://www.tutorialspoint.com/python/python_data_types.htm#none_type)
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**1. Python Numeric Data Types**

Python numeric data types store numeric values. Number objects are created when you assign a value to them. For example –

var1 = 1 # int data type

var2 = True # bool data type

var3 = 10.023 # float data type

var4 = 10+3j # complex data type

Python supports four different numerical types and each of them have built-in classes in Python library, called **int, bool, float** and **complex** respectively −

* int (signed integers)
* float (floating point real values)
* complex (complex numbers)

A complex number is made up of two parts - real and imaginary. They are separated by '+' or '-' signs. The imaginary part is suffixed by 'j' which is the imaginary number. The square root of -1 (&bsol;sqrt{-1}), is defined as imaginary number. Complex number in Python is represented as x+yj, where x is the real part, and y is the imaginary part. So, 5+6j is a complex number.

>>> type(5+6j)

<class 'complex'>

Example of Numeric Data Types

Following is an example to show the usage of Integer, Float and Complex numbers:

# integer variable.

a=100

print("The type of variable having value", a, " is ", type(a))

# float variable.

c=20.345

print("The type of variable having value", c, " is ", type(c))

# complex variable.

d=10+3j

print("The type of variable having value", d, " is ",

type(d))

**2. Python String Data Type**

[Python string](https://www.tutorialspoint.com/python/python_strings.htm) is a sequence of one or more Unicode characters, enclosed in single, double or triple quotation marks (also called inverted commas). Python strings are immutable which means when you perform an operation on strings, you always produce a new string object of the same type, rather than mutating an existing string.

As long as the same sequence of characters is enclosed, single or double or triple quotes don't matter. Hence, following string representations are equivalent.

>>> 'TutorialsPoint'

'TutorialsPoint'

>>> "TutorialsPoint"

'TutorialsPoint'

>>> '''TutorialsPoint'''

'TutorialsPoint'

A string in Python is an object of **str** class. It can be verified with **type()** function.

>>> type("Welcome To TutorialsPoint")

<class 'str'>

A string is a non-numeric data type. Obviously, we cannot perform arithmetic operations on it. However, operations such as [**slicing**](https://www.tutorialspoint.com/python/python_slicing_strings.htm) and [**concatenation**](https://www.tutorialspoint.com/python/python_string_concatenation.htm) can be done. Python's str class defines a number of useful methods for string processing. Subsets of strings can be taken using the slice operator ([ ] and [:] ) with indexes starting at 0 in the beginning of the string and working their way from -1 at the end.

The plus (+) sign is the string concatenation operator and the asterisk (\*) is the repetition operator in Python.

**Example of String Data Type**

str = 'Hello World!'

print (str) # Prints complete string

print (str[0]) # Prints first character of the string

print (str[2:5]) # Prints characters starting from 3rd to 5th

print (str[2:]) # Prints string starting from 3rd character

print (str \* 2) # Prints string two times

print (str + "TEST") # Prints concatenated string

This will produce the following result –

Hello World!

H

llo

llo World!

Hello World!Hello World!

Hello World!TEST

**3. Python Sequence Data Types**

Sequence is a collection data type. It is an ordered collection of items. Items in the sequence have a positional index starting with 0. It is conceptually similar to an array in C or C++. There are following three sequence data types defined in Python.

* List Data Type
* Tuple Data Type
* Range Data Type

Python sequences are bounded and iterable - Whenever we say an iterable in Python, it means a sequence data type (for example, a list).

**(a) Python List Data Type**

Python Lists are the most versatile compound data types. A Python list contains items separated by commas and enclosed within square brackets ([]). To some extent, Python lists are similar to arrays in C. One difference between them is that all the items belonging to a Python list can be of different data type where as C array can store elements related to a particular data type.

>>> [2023, "Python", 3.11, 5+6j, 1.23E-4]

A list in Python is an object of **list** class. We can check it with type() function.

>>> type([2023, "Python", 3.11, 5+6j, 1.23E-4])

<class 'list'>

As mentioned, an item in the list may be of any data type. It means that a list object can also be an item in another list. In that case, it becomes a nested list.

>>> [['One', 'Two', 'Three'], [1,2,3], [1.0, 2.0, 3.0]]

A list can have items which are simple numbers, strings, tuple, dictionary, set or object of user defined class also.

The values stored in a Python list can be accessed using the slice operator ([ ] and [:]) with indexes starting at 0 in the beginning of the list and working their way to end -1. The plus (+) sign is the list concatenation operator, and the asterisk (\*) is the repetition operator.

**Example of List Data Type**

list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]

tinylist = [123, 'john']

print (list) # Prints complete list

print (list[0]) # Prints first element of the list

print (list[1:3]) # Prints elements starting from 2nd till 3rd

print (list[2:]) # Prints elements starting from 3rd element

print (tinylist \* 2) # Prints list two times

print (list + tinylist) # Prints concatenated lists

This produce the following result –

['abcd', 786, 2.23, 'john', 70.2]

abcd

[786, 2.23]

[2.23, 'john', 70.2]

[123, 'john', 123, 'john']

['abcd', 786, 2.23, 'john', 70.2, 123, 'john']

**(b) Python Tuple Data Type**

[Python tuple](https://www.tutorialspoint.com/python/python_tuples.htm) is another sequence data type that is similar to a list. A Python tuple consists of a number of values separated by commas. Unlike lists, however, tuples are enclosed within parentheses (...).

A tuple is also a sequence, hence each item in the tuple has an index referring to its position in the collection. The index starts from 0.

>>> (2023, "Python", 3.11, 5+6j, 1.23E-4)

In Python, a tuple is an object of **tuple** class. We can check it with the type() function.

>>> type((2023, "Python", 3.11, 5+6j, 1.23E-4))

<class 'tuple'>

As in case of a list, an item in the tuple may also be a list, a tuple itself or an object of any other Python class.

>>> (['One', 'Two', 'Three'], 1,2.0,3, (1.0, 2.0, 3.0))

To form a tuple, use of parentheses is optional. Data items separated by comma without any enclosing symbols are treated as a tuple by default.

>>> 2023, "Python", 3.11, 5+6j, 1.23E-4

(2023, 'Python', 3.11, (5+6j), 0.000123)

**Example of Tuple data Type**

tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )

tinytuple = (123, 'john')

print (tuple) # Prints the complete tuple

print (tuple[0]) # Prints first element of the tuple

print (tuple[1:3]) # Prints elements of the tuple starting from 2nd till 3rd

print (tuple[2:]) # Prints elements of the tuple starting from 3rd element

print (tinytuple \* 2) # Prints the contents of the tuple twice

print (tuple + tinytuple) # Prints concatenated tuples

This produce the following result –

('abcd', 786, 2.23, 'john', 70.2)

abcd

(786, 2.23)

(2.23, 'john', 70.2)

(123, 'john', 123, 'john')

('abcd', 786, 2.23, 'john', 70.2, 123, 'john')

The main differences between lists and tuples are: Lists are enclosed in brackets ( [ ] ) and their elements and size can be changed i.e. lists are mutable, while tuples are enclosed in parentheses ( ( ) ) and cannot be updated (immutable). Tuples can be thought of as **read-only** lists.

The following code is invalid with tuple, because we attempted to update a tuple, which is not allowed. Similar case is possible with lists –

tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )

list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]

tuple[2] = 1000 # Invalid syntax with tuple

list[2] = 1000 # Valid syntax with list

**(c) Python Range Data Type**

A Python range is an immutable sequence of numbers which is typically used to iterate through a specific number of items.

It is represented by the **Range** class. The constructor of this class accepts a sequence of numbers starting from 0 and increments to 1 until it reaches a specified number. Following is the syntax of the function –

range(start, stop, step)

Here is the description of the parameters used −

* **start**: Integer number to specify starting position, (Its optional, Default: 0)
* **stop**: Integer number to specify ending position (It's mandatory)
* **step**: Integer number to specify increment, (Its optional, Default: 1)

**Example of Range Data Type**

Following is a program which uses for loop to print number from 0 to 4 –

for i in range(5):

print(i)

This produce the following result –

0

1

2

3

4

Now let's modify above program to print the number starting from 2 instead of 0 –

for i in range(2, 5):

print(i)

This produce the following result –

2

3

4

Again, let's modify the program to print the number starting from 1 but with an increment of 2 instead of 1:

for i in range(1, 5, 2):

print(i)

This produce the following result –

1

3

**4. Python Binary Data Types**

A binary data type in Python is a way to represent data as a series of binary digits, which are 0's and 1's. It is like a special language computers understand to store and process information efficiently.

This type of data is commonly used when dealing with things like files, images, or anything that can be represented using just two possible values. So, instead of using regular numbers or letters, binary sequence data types use a combination of 0s and 1s to represent information.

Python provides three different ways to represent binary data. They are as follows −

* bytes
* bytearray
* memoryview

Let us discuss each of these data types individually −

1. **Python Bytes Data Type**

The byte data type in Python represents a sequence of bytes. Each byte is an integer value between 0 and 255. It is commonly used to store binary data, such as images, files, or network packets.

We can create bytes in Python using the built-in [**bytes()** function](https://www.tutorialspoint.com/python/python_bytes_function.htm) or by prefixing a sequence of numbers with **b**.

**Example of Bytes Data Type**

In the following example, we are using the built-in bytes() function to explicitly specify a sequence of numbers representing ASCII values –

# Using bytes() function to create bytes

b1 = bytes([65, 66, 67, 68, 69])

print(b1)

The result obtained is as follows –

b'ABCDE'

In here, we are using the "b" prefix before a string to automatically create a bytes object –

# Using prefix 'b' to create bytes

b2 = b'Hello'

print(b2)

Following is the output of the above code –

b'Hello'

**(b) Python Bytearray Data Type**

The bytearray data type in Python is quite similar to the bytes data type, but with one key difference: it is mutable, meaning you can modify the values stored in it after it is created.

You can create a bytearray using various methods, including by passing an iterable of integers representing byte values, by encoding a string, or by converting an existing bytes or bytearray object. For this, we use [**bytearray()** function](https://www.tutorialspoint.com/python/python_bytearray_function.htm).

**Example of Bytearray Data Type**

In the example below, we are creating a bytearray by passing an iterable of integers representing byte values –

# Creating a bytearray from an iterable of integers

value = bytearray([72, 101, 108, 108, 111])

print(value)

The output obtained is as shown below –

bytearray(b'Hello')

Now, we are creating a bytearray by encoding a string using a "UTF-8" encoding –

# Creating a bytearray by encoding a string

val = bytearray("Hello", 'utf-8')

print(val)

The result produced is as follows –

bytearray(b'Hello')

**(c) Python Memoryview Data Type**

In Python, a memoryview is a built-in object that provides a view into the memory of the original object, generally objects that support the buffer protocol, such as byte arrays (bytearray) and bytes (bytes). It allows you to access the underlying data of the original object without copying it, providing efficient memory access for large datasets.

You can create a memoryview using various methods. These methods include using the [memoryview()](https://www.tutorialspoint.com/python/python_memoryview_function.htm) constructor, slicing bytes or bytearray objects, extracting from array objects, or using built-in functions like [open()](https://www.tutorialspoint.com/python/python_open_function.htm) when reading from files.

**Example of Memoryview Data Type**

In the given example, we are creating a memoryview object directly by passing a supported object to the memoryview() constructor. The supported objects generally include byte arrays (bytearray), bytes (bytes), and other objects that support the buffer protocol –

data = bytearray(b'Hello, world!')

view = memoryview(data)

print(view)

Following is the output of the above code –

<memory at 0x00000186FFAA3580>

If you have an array object, you can create a memoryview using the buffer interface as shown below –

import array

arr = array.array('i', [1, 2, 3, 4, 5])

view = memoryview(arr)

print(view)

The output obtained is as shown below –

<memory at 0x0000017963CD3580>

You can also create a memoryview by slicing a bytes or bytearray object –

data = b'Hello, world!'

# Creating a view of the last part of the data

view = memoryview(data[7:])

print(view)

The result obtained is as follows –

<memory at 0x00000200D9AA3580>

**5. Python Dictionary Data Type**

[Python dictionaries](https://www.tutorialspoint.com/python/python_dictionaries.htm) are kind of hash table type. A dictionary key can be almost any Python type, but are usually numbers or strings. Values, on the other hand, can be any arbitrary Python object.

Python dictionary is like associative arrays or hashes found in Perl and consist of **key:value** pairs. The pairs are separated by comma and put inside curly brackets {}. To establish mapping between key and value, the semicolon':' symbol is put between the two.

>>> {1:'one', 2:'two', 3:'three'}

In Python, dictionary is an object of the built-in **dict** class. We can check it with the type() function.

>>> type({1:'one', 2:'two', 3:'three'})

<class 'dict'>

Dictionaries are enclosed by curly braces ({ }) and values can be assigned and accessed using square braces ([]).

**Example of Dictionary Data Type**

dict = {}

dict['one'] = "This is one"

dict[2] = "This is two"

tinydict = {'name': 'john','code':6734, 'dept': 'sales'}

print(dict['one']) # Prints value for 'one' key

print(dict[2]) # Prints value for 2 key

print(tinydict) # Prints complete dictionary

print (tinydict.keys()) # Prints all the keys

print (tinydict.values()) # Prints all the values

This produce the following result –

This is one

This is two

{'dept': 'sales', 'code': 6734, 'name': 'john'}

['dept', 'code', 'name']

['sales', 6734, 'john']

Python's dictionary is not a sequence. It is a collection of items but each item (key:value pair) is not identified by positional index as in string, list or tuple. Hence, slicing operation cannot be done on a dictionary. Dictionary is a mutable object, so it is possible to perform add, modify or delete actions with corresponding functionality defined in dict class. These operations will be explained in a subsequent chapter.

**6. Python Set Data Type**

[Set](https://www.tutorialspoint.com/python/python_sets.htm) is a Python implementation of set as defined in Mathematics. A set in Python is a collection, but is not an indexed or ordered collection as string, list or tuple. An object cannot appear more than once in a set, whereas in List and Tuple, same object can appear more than once.

Comma separated items in a set are put inside curly brackets or braces {}. Items in the set collection can be of different data types.

>>> {2023, "Python", 3.11, 5+6j, 1.23E-4}

{(5+6j), 3.11, 0.000123, 'Python', 2023}

Note that items in the set collection may not follow the same order in which they are entered. The position of items is optimized by Python to perform operations over set as defined in mathematics.

Python's Set is an object of built-in **set** class, as can be checked with the type() function.

>>> type({2023, "Python", 3.11, 5+6j, 1.23E-4})

<class 'set'>

A set can store only immutable objects such as number (int, float, complex or bool), string or tuple. If you try to put a list or a dictionary in the set collection, Python raises a TypeError.

>>> {['One', 'Two', 'Three'], 1,2,3, (1.0, 2.0, 3.0)}

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: unhashable type: 'list'

**Hashing** is a mechanism in computer science which enables quicker searching of objects in computer's memory. **Only immutable objects are hashable**.

Even if a set doesn't allow mutable items, the set itself is mutable. Hence, add/delete/update operations are permitted on a set object, using the methods in built-in set class. Python also has a set of operators to perform set manipulation. The methods and operators are explained in latter chapters

**Example of Set**

set1 = {123, 452, 5, 6}

set2 = {'Java', 'Python', 'JavaScript'}

print(set1)

print(set2)

This will generate the following output –

{123, 452, 5, 6}

{'Python', 'JavaScript', 'Java'}

**7. Python Boolean Data Type**

Python **boolean** type is one of built-in data types which represents one of the two values either **True** or **False**. Python **bool()** function allows you to evaluate the value of any expression and returns either True or False based on the expression.

A Boolean number has only two possible values, as represented by the keywords, **True** and **False**. They correspond to integer 1 and 0 respectively.

>>> type (True)

<class 'bool'> >>>

type(False)

<class 'bool'>

**Example of Boolean Data Type**

Following is a program which prints the value of boolean variables a and b –

a = True\

# display the value of a

print(a)

# display the data type of a

print(type(a))

This will produce the following result –

true

<class 'bool'>

Following is another program which evaluates the expressions and prints the return values –

# Returns false as a is not equal to b

a = 2

b = 4

print(bool(a==b))

# Following also prints the same

print(a==b)

# Returns False as a is None

a = None

print(bool(a))

# Returns false as a is an empty sequence

a = ()

print(bool(a))

# Returns false as a is 0

a = 0.0

print(bool(a))

# Returns false as a is 10

a = 10

print(bool(a))

This produce the following result –False

False

False

False

False

True

**8. Python None Type**

Python's none type is represented by the "**nonetype**." It is an object of its own data type. The **nonetype** represents the null type of values or absence of a value.

**Example of None Type**

In the following example, we are assigning **None** to a variable **x** and printing its type, which will be **nonetyoe** –

# Declaring a variable

# And, assigning a Null value (None)

x = None

# Printing its value and type

print("x = ", x)

print("type of x = ", type(x))

This produce the following result –

x = None

type of x = <class 'NoneType'>

**Getting Data Type**

To get the data types in Python, you can use the **type()** function. The [**type()**](https://www.tutorialspoint.com/python/python_type_function.htm) is a built-in function that returns the class of the given object.

Example

In the following example, we are getting the type of the values and variables −  
  
# Getting type of values

print(type(123))

print(type(9.99))

# Getting type of variables

a = 10

b = 2.12

c = "Hello"

d = (10, 20, 30)

e = [10, 20, 30]

print(type(a))

print(type(b))

print(type(c))

print(type(d))

print(type(e))

This produce the following result –

<class 'int'>

<class 'float'>

<class 'int'>

<class 'float'>

<class 'str'>

<class 'tuple'>

<class 'list'>

**Setting Data Type**

In Python, during declaring a variable or an object, you don't need to set the data types. Data type is set automatically based on the assigned value.

Example

The following example, demonstrating how a variable's data type is set based on the given value −

# Declaring a variable

# And, assigning an integer value

x = 10

# Printing its value and type

print("x = ", x)

print("type of x = ", type(x))

# Now, assigning string value to

# the same variable

x = "Hello World!"

# Printing its value and type

print("x = ", x)

print("type of x = ", type(x))

This produce the following result −

x = 10

type of x = <class 'int'>

x = Hello World!

type of x = <class 'str'>

**Primitive and Non-primitive Data Types**

The above-explained data types can also be categorized as primitive and non-primitive.

**1. Primitive Types**

The primitive data types are the fundamental data types that are used to create complex data types (sometimes called complex data structures). There are mainly four primitive data types, which are −

* Integers
* Floats
* Booleans, and
* Strings

**2. Non-primitive Types**

The non-primitive data types store values or collections of values. There are mainly four types of non-primitive types, which are −

* Lists
* Tuples
* Dictionaries, and
* Sets

**Python Data Type Conversion**

Sometimes, you may need to perform conversions between the built-in data types. To convert data between different Python data types, you simply use the type name as a function.

Example:

Following is an example which converts different values to integer, floating point and string values respectively −

print("Conversion to integer data type")

a = int(1) # a will be 1

b = int(2.2) # b will be 2

c = int("3.3") # c will be 3

print (a)

print (b)

print (c)

print("Conversion to floating point number")

a = float(1) # a will be 1.0

b = float(2.2) # b will be 2.2

c = float("3.3") # c will be 3.3

print (a)

print (b)

print (c)

print("Conversion to string")

a = str(1) # a will be "1"

b = str(2.2) # b will be "2.2"

c = str("3.3") # c will be "3.3"

print (a)

print (b)

print (c)

This produce the following result –

Conversion to integer data type

1

2

3

Conversion to floating point number

1.0

2.2

3.3

Conversion to string

1

2.2

3.3

**Data Type Conversion Functions**

There are several [built-in functions](https://www.tutorialspoint.com/python/python_built_in_functions.htm) to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| **Sr. No** | **Function & Description** |
| 1 | [**Python int() function**](https://www.tutorialspoint.com/python/python-int-function.htm)  Converts x to an integer. base specifies the base if x is a string. |
| 2 | [**Python long() function**](https://www.tutorialspoint.com/python/python-long-function.htm)  Converts x to a long integer. base specifies the base if x is a string. *This function has been deprecated.* |
| 3 | [**Python float() function**](https://www.tutorialspoint.com/python/python-float-function.htm)  Converts x to a floating-point number. |
| 4 | [**Python complex() function**](https://www.tutorialspoint.com/python/python-complex-function.htm)  Creates a complex number. |
| 5 | [**Python str() function**](https://www.tutorialspoint.com/python/python-str-function.htm)  Converts object x to a string representation. |
| 6 | [**Python repr() function**](https://www.tutorialspoint.com/python/python-repr-function.htm)  Converts object x to an expression string. |
| 7 | [**Python eval() function**](https://www.tutorialspoint.com/python/python-eval-function.htm)  Evaluates a string and returns an object. |
| 8 | [**Python tuple() function**](https://www.tutorialspoint.com/python/python-tuple-function.htm)  Converts s to a tuple. |
| 9 | [**Python list() function**](https://www.tutorialspoint.com/python/python-list-function.htm)  Converts s to a list. |
| 10 | [**Python set() function**](https://www.tutorialspoint.com/python/python-set-function.htm)  Converts s to a set. |
| 11 | [**Python dict() function**](https://www.tutorialspoint.com/python/python-dict-function.htm)  Creates a dictionary. d must be a sequence of (key,value) tuples. |
| 12 | [**Python frozenset() function**](https://www.tutorialspoint.com/python/python-frozenset-function.htm)  Converts s to a frozen set. |
| 13 | [**Python chr() function**](https://www.tutorialspoint.com/python/python-chr-function.htm)  Converts an integer to a character. |
| 14 | [**Python unichr() function**](https://www.tutorialspoint.com/python/python-unichr-function.htm)  Converts an integer to a Unicode character. |
| 15 | [**Python ord() function**](https://www.tutorialspoint.com/python/python-ord-function.htm)  Converts a single character to its integer value. |
| 16 | [**Python hex() function**](https://www.tutorialspoint.com/python/python-hex-function.htm)  Converts an integer to a hexadecimal string. |
| 17 | [**Python oct() function**](https://www.tutorialspoint.com/python/python-oct-function.htm)  Converts an integer to an octal string. |

**Python Type Casting**

From a programming point of view, a type casting refers to converting an object of one type into another. Here, we shall learn about type casting in Python Programming.

*{ Python Type Casting is a process in which we convert a literal of one data type to another data type. Python supports two types of casting −****implicit****and****explicit****. }*

In Python there are different data types, such as numbers, sequences, mappings etc. There may be a situation where, you have the available data of one type but you want to use it in another form. For example, the user has input a string but you want to use it as a number. Python's type casting mechanism let you do that.

**Python Implicit Casting**

When any language compiler/interpreter automatically converts object of one type into other, it is called automatic or **implicit casting**. Python is a strongly typed language. It doesn't allow automatic type conversion between unrelated data types. For example, a string cannot be converted to any number type. However, an integer can be cast into a float. Other languages such as JavaScript is a weakly typed language, where an integer is coerced into a string for concatenation.

Note that memory requirement of each data type is different. For example, an **integer** object in Python occupies 4 bytes of memory, while a **float** object needs 8 bytes because of its fractional part. Hence, Python interpreter doesn't automatically convert a **float** to **int**, because it will result in loss of data. On the other hand, **int** can be easily converted into **float** by setting its fractional part to 0.

Implicit **int** to **float** casting takes place when any arithmetic operation on **int** and **float** operands is done.

Consider we have an , **int** and one **float** variable

<<< a=10 # int object

<<< b=10.5 # float object

To perform their addition, 10 − the integer object is upgraded to 10.0. It is a float, but equivalent to its earlier numeric value. Now we can perform addition of two floats.

<<< c=a+b

<<< print (c) 20.5

In implicit type casting, a Python object with lesser byte size is upgraded to match the bigger byte size of other object in the operation. For example, a Boolean object is first upgraded to int and then to float, before the addition with a floating point object. In the following example, we try to add a Boolean object in a float, please note that True is equal to 1, and False is equal to 0.

a=True;

b=10.5;

c=a+b;

print (c);

This will produce the following result:

11.5

**Python Explicit Casting**

Although automatic or implicit casting is limited to **int** to **float** conversion, you can use Python's built-in functions int(), float() and str() to perform the explicit conversions such as string to integer.

**Python int() Function**

Python's built-in **int()** function converts an integer literal to an integer object, a float to integer, and a string to integer if the string itself has a valid integer literal representation. Using **int()** with an int object as argument is equivalent to declaring an **int** object directly.

<<< a = int(10)

<<< a 10

Is same as –

<<< a = 10

<<< a 10

<<< type(a)

<class 'int>

If the argument to **int()** function is a float object or floating point expression, it returns an int object. For example −

<<< a = int(10.5) #converts a float object to int

<<< a

10

<<< a = int(2\*3.14) #expression results float, is converted to int

<<< a

6 <<<

type(a)

<class 'int'>

The **int()** function also returns integer 1 if a Boolean object is given as argument.

><<< a=int(True)

<<< a 1

<<< type(a)

<class 'int'

**String to Integer**

The **int()** function returns an integer from a string object, only if it contains a valid integer representation.

<<< a = int("100")

<<< a

100

<<< type(a)

<class 'int'>

<<< a = ("10"+"01")

<<< a = int("10"+"01")

<<< a

1001

<<< type(a)

<class 'int'>

However, if the string contains a non-integer representation, Python raises ValueError.

<<< a = int("10.5")

Traceback (most recent call last):

   File "<stdin>", line 1, in <module>

ValueError: invalid literal for int() with base 10: '10.5'

<<< a = int("Hello World")

Traceback (most recent call last):

   File "<stdin>", line 1, in <module>

ValueError: invalid literal for int() with base 10: 'Hello World'

The **int()** function also returns integer from binary, octal and hexa-decimal string. For this, the function needs a base parameter which must be 2, 8 or 16 respectively. The string should have a valid binary/octal/Hexa-decimal representation.

**Binary String to Integer**

The string should be made up of 1 and 0 only, and the base should be 2.

<<< a = int("110011", 2)

<<< a

51

The Decimal equivalent of binary number 110011 is 51.

**Octal String to Integer**

The string should only contain 0 to 7 digits, and the base should be 8.

<<< a = int("20", 8)

<<< a

16

The Decimal equivalent of octal 20 is 16.

**Hexa-Decimal String to Integer**

The string should contain only the Hexadecimal symbols i.e., 0-9 and A, B, C, D, E or F. Base should be 16.

<<< a = int("2A9", 16)

<<< a

681

Decimal equivalent of Hexadecimal 2A9 is 681. You can easily verify these conversions with calculator app in Windows, Ubuntu or Smartphones.

Following is an example to convert number, float and string into integer data type:

![](data:image/png;base64,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)

This produce the following result −

1

2

3

**Python float() Function**

The **float()** is a built-in function in Python. It returns a float object if the argument is a float literal, integer or a string with valid floating point representation.

Using float() with an float object as argument is equivalent to declaring a float object directly

<<< a = float(9.99)

<<< a

9.99

<<< type(a)

<class 'float'>

is same as −

<<< a = 9.99

<<< a

9.99

<<< type(a)

<class 'float'>

If the argument to **float()** function is an integer, the returned value is a floating point with fractional part set to 0.

<<< a = float(100)

<<< a

100.0

<<< type(a)

<class 'float'>

The **float()** function returns float object from a string, if the string contains a valid floating point number, otherwise ValueError is raised.

<<< a = float("9.99")

<<< a

9.99

<<< type(a)

<class 'float'>

<<< a = float("1,234.50")

Traceback (most recent call last):

   File "<stdin>", line 1, in <module>

ValueError: could not convert string to float: '1,234.50'

The reason of ValueError here is the presence of comma in the string. For the purpose of string to float conversion, the sceientific notation of floating point is also considered valid.

<<< a = float("1.00E4")

<<< a

10000.0

<<< type(a)

<class 'float'>

<<< a = float("1.00E-4")

<<< a

0.0001

<<< type(a)

<class 'float'>

Following is an example to convert number, float and string into float data type:

a = float(1) # a will be 1.0

b = float(2.2) # b will be 2.2

c = float("3.3") # c will be 3.3

print (a)

print (b)

print (c)

This produce the following result −

1.0

2.2

3.3

**Python str() Function**

We saw how a Python obtains integer or float number from corresponding string representation. The **str()** function works the opposite. It surrounds an integer or a float object with quotes (') to return a str object. The **str()** function returns the string representation of any Python object. In this section, we shall see different examples of **str()** function in Python.

The str() function has three parameters. First required parameter (or argument) is the object whose string representation we want. Other two operators, encoding and errors, are optional.

We shall execute str() function in Python console to easily verify that the returned object is a string, with the enclosing quotation marks (').

**Integer to string**

You can convert any integer number into a string as follows:

<<< a = str(10)

<<< a

'10'

<<< type(a)

<class 'str'>

**Float to String**

str() function converts floating point objects with both the notations of floating point, standard notation with a decimal point separating integer and fractional part, and the scientific notation to string object.

<<< a=str(11.10)

<<< a

'11.1'

<<< type(a)

<class 'str'>

<<< a = str(2/5)

<<< a

'0.4'

<<< type(a)

<class 'str'>

In the second case, a division expression is given as argument to str() function. Note that the expression is evaluated first and then result is converted to string.

Floating points in scientific notations using E or e and with positive or negative power are converted to string with str() function.

<<< a=str(10E4)

<<< a

'100000.0'

<<< type(a)

<class 'str'>

<<< a=str(1.23e-4)

<<< a

'0.000123'

<<< type(a)

<class 'str'>

When Boolean constant is entered as argument, it is surrounded by (') so that True becomes 'True'. List and Tuple objects can also be given argument to str() function. The resultant string is the list/tuple surrounded by (').

<<< a=str('True')

<<< a

'True'

<<< a=str([1,2,3])

<<< a

'[1, 2, 3]'

<<< a=str((1,2,3))

<<< a

'(1, 2, 3)'

<<< a=str({1:100, 2:200, 3:300})

<<< a

'{1: 100, 2: 200, 3: 300}'

Following is an example to convert number, float and string into string data type:

a = str(1) # a will be "1"

b = str(2.2) # b will be "2.2"

c = str("3.3") # c will be "3.3"

print (a)

print (b)

print (c)

This produce the following result −

1

2.2

3.3

**Conversion of Sequence Types**

List, Tuple and String are Python's sequence types. They are ordered or indexed collection of items.

A string and tuple can be converted into a list object by using the **list()** function. Similarly, the **tuple()** function converts a string or list to a tuple.

We shall take an object each of these three sequence types and study their inter-conversion.

<<< a=[1,2,3,4,5]   # List Object

<<< b=(1,2,3,4,5)   # Tupple Object

<<< c="Hello"       # String Object

### list() separates each character in the string and builds the list

<<< obj=list(c)

<<< obj

['H', 'e', 'l', 'l', 'o']

### The parentheses of tuple are replaced by square brackets

<<< obj=list(b)

<<< obj

[1, 2, 3, 4, 5]

### tuple() separates each character from string and builds a tuple of characters

<<< obj=tuple(c)

<<< obj

('H', 'e', 'l', 'l', 'o')

### square brackets of list are replaced by parentheses.

<<< obj=tuple(a)

<<< obj

(1, 2, 3, 4, 5)

### str() function puts the list and tuple inside the quote symbols.

<<< obj=str(a)

<<< obj

'[1, 2, 3, 4, 5]'

<<< obj=str(b)

<<< obj

'(1, 2, 3, 4, 5)'

Thus Python's explicit type casting feature allows conversion of one data type to other with the help of its built-in functions.

**Data Type Conversion Functions**

There are several built-in functions to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| **Sr.No** | **Function & Description** |
| 1 | [**Python int() function**](https://www.tutorialspoint.com/python/python-int-function.htm)  Converts x to an integer. base specifies the base if x is a string. |
| 2 | [**Python long() function**](https://www.tutorialspoint.com/python/python-long-function.htm)  Converts x to a long integer. base specifies the base if x is a string. |
| 3 | [**Python float() function**](https://www.tutorialspoint.com/python/python-float-function.htm)  Converts x to a floating-point number. |
| 4 | [**Python complex() function**](https://www.tutorialspoint.com/python/python-complex-function.htm)  Creates a complex number. |
| 5 | [**Python str() function**](https://www.tutorialspoint.com/python/python-str-function.htm)  Converts object x to a string representation. |
| 6 | [**Python repr() function**](https://www.tutorialspoint.com/python/python-repr-function.htm)  Converts object x to an expression string. |
| 7 | [**Python eval() function**](https://www.tutorialspoint.com/python/python-eval-function.htm)  Evaluates a string and returns an object. |
| 8 | [**Python tuple() function**](https://www.tutorialspoint.com/python/python-tuple-function.htm)  Converts s to a tuple. |
| 9 | [**Python list() function**](https://www.tutorialspoint.com/python/python-list-function.htm)  Converts s to a list. |
| 10 | [**Python set() function**](https://www.tutorialspoint.com/python/python-set-function.htm)  Converts s to a set. |
| 11 | [**Python dict() function**](https://www.tutorialspoint.com/python/python-dict-function.htm)  Creates a dictionary. d must be a sequence of (key,value) tuples. |
| 12 | [**Python frozenset() function**](https://www.tutorialspoint.com/python/python-frozenset-function.htm)  Converts s to a frozen set. |
| 13 | [**Python chr() function**](https://www.tutorialspoint.com/python/python-chr-function.htm)  Converts an integer to a character. |
| 14 | [**Python unichr() function**](https://www.tutorialspoint.com/python/python-unichr-function.htm)  Converts an integer to a Unicode character. |
| 15 | [**Python ord() function**](https://www.tutorialspoint.com/python/python-ord-function.htm)  Converts a single character to its integer value. |
| 16 | [**Python hex() function**](https://www.tutorialspoint.com/python/python-hex-function.htm)  Converts an integer to a hexadecimal string. |
| 17 | [**Python oct() function**](https://www.tutorialspoint.com/python/python-oct-function.htm)  Converts an integer to an octal string. |

**Python Operators**

**Python operators** are special symbols used to perform specific operations on one or more operands. The [variables](https://www.tutorialspoint.com/python/python_variables.htm), values, or expressions can be used as operands. For example, Python's addition operator (**+**) is used to perform addition operations on two variables, values, or expressions.

The following are some of the terms related to **Python operators**:

* **Unary operators**: Python operators that require one operand to perform a specific operation are known as unary operators.
* **Binary operators**: Python operators that require two operands to perform a specific operation are known as binary operators.
* **Operands**: Variables, values, or expressions that are used with the operator to perform a specific operation.

Types of Python Operators

Python operators are categorized in the following categories −

* [Arithmetic Operators](https://www.tutorialspoint.com/python/python_operators.htm#arithmetic-operators)
* [Comparison (Relational) Operators](https://www.tutorialspoint.com/python/python_operators.htm#comparison-operators)
* [Assignment Operators](https://www.tutorialspoint.com/python/python_operators.htm#assignment-operators)
* [Logical Operators](https://www.tutorialspoint.com/python/python_operators.htm#logical-operators)
* [Bitwise Operators](https://www.tutorialspoint.com/python/python_operators.htm#bitwise-operators)
* [Membership Operators](https://www.tutorialspoint.com/python/python_operators.htm#membership-operators)
* [Identity Operators](https://www.tutorialspoint.com/python/python_operators.htm#identity-operators)

Let us have a look at all the operators one by one.

**Python Arithmetic Operators**

[Python Arithmetic operators](https://www.tutorialspoint.com/python/python_arithmetic_operators.htm) are used to perform basic mathematical operations such as addition, subtraction, multiplication, etc.

The following table contains all arithmetic operators with their symbols, names, and examples (assume that the values of **a** and **b** are 10 and 20, respectively) −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Example** |
| + | Addition | a + b = 30 |
| - | Subtraction | a b = -10 |
| \* | Multiplication | a \* b = 200 |
| / | Division | b / a = 2 |
| % | Modulus | b % a = 0 |
| \*\* | Exponent | a\*\*b =10\*\*20 |
| // | Floor Division | 9//2 = 4 |

Example of Python Arithmetic Operators

a = 21

b = 10

c = 0

c = a + b

print ("a: {} b: {} a+b: {}".format(a,b,c))

c = a - b

print ("a: {} b: {} a-b: {}".format(a,b,c) )

c = a \* b

print ("a: {} b: {} a\*b: {}".format(a,b,c))

c = a / b

print ("a: {} b: {} a/b: {}".format(a,b,c))

c = a % b

print ("a: {} b: {} a%b: {}".format(a,b,c))

a = 2

b = 3

c = a\*\*b

print ("a: {} b: {} a\*\*b: {}".format(a,b,c))

a = 10

b = 5

c = a//b

print ("a: {} b: {} a//b: {}".format(a,b,c))

**Output**

Line 1 - a is not equal to b

Line 2 - a is not equal to b

Line 3 - a is not less than b

Line 4 - a is greater than b

Line 5 - a is either less than or equal to  b

Line 6 - b is either greater than  or equal to b

**Python Assignment Operators**

[Python Assignment operators](https://www.tutorialspoint.com/python/python_assignment_operators.htm) are used to assign values to variables. Following is a table which shows all Python assignment operators.

The following table contains all assignment operators with their symbols, names, and examples −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Example** | **Same As** |
| = | a = 10 | a = 10 |
| += | a += 30 | a = a + 30 |
| -= | a -= 15 | a = a - 15 |
| \*= | a \*= 10 | a = a \* 10 |
| /= | a /= 5 | a = a / 5 |
| %= | a %= 5 | a = a % 5 |
| \*\*= | a \*\*= 4 | a = a \*\* 4 |
| //= | a //= 5 | a = a // 5 |
| &= | a &= 5 | a = a & 5 |
| |= | a |= 5 | a = a | 5 |
| ^= | a ^= 5 | a = a ^ 5 |
| >>= | a >>= 5 | a = a >> 5 |
| <<= | a <<= 5 | a = a << 5 |

Example of Python Assignment Operators

a = 21

b = 10

c = 0

print ("a: {} b: {} c : {}".format(a,b,c))

c = a + b

print ("a: {}  c = a + b: {}".format(a,c))

c += a

print ("a: {} c += a: {}".format(a,c))

c \*= a

print ("a: {} c \*= a: {}".format(a,c))

c /= a

print ("a: {} c /= a : {}".format(a,c))

c  = 2

print ("a: {} b: {} c : {}".format(a,b,c))

c %= a

print ("a: {} c %= a: {}".format(a,c))

c \*\*= a

print ("a: {} c \*\*= a: {}".format(a,c))

c //= a

print ("a: {} c //= a: {}".format(a,c))

**Output**

a: 21 b: 10 c : 0

a: 21  c = a + b: 31

a: 21 c += a: 52

a: 21 c \*= a: 1092

a: 21 c /= a : 52.0

a: 21 b: 10 c : 2

a: 21 c %= a: 2

a: 21 c \*\*= a: 2097152

a: 21 c //= a: 99864

**Python Bitwise Operators**

[Python Bitwise operator](https://www.tutorialspoint.com/python/python_bitwise_operators.htm) works on bits and performs bit by bit operation. These operators are used to compare binary numbers.

The following table contains all bitwise operators with their symbols, names, and examples –

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Example** |
| & | AND | a & b |
| | | OR | a | b |
| ^ | XOR | a ^ b |
| ~ | NOT | ~a |
| << | Zero fill left shift | a << 3 |
| >> | Signed right shift | a >> 3 |

a = 20

b = 10

print ('a=',a,':',bin(a),'b=',b,':',bin(b))

c = 0

c = a & b;

print ("result of AND is ", c,':',bin(c))

c = a | b;

print ("result of OR is ", c,':',bin(c))

c = a ^ b;

print ("result of EXOR is ", c,':',bin(c))

c = ~a;

print ("result of COMPLEMENT is ", c,':',bin(c))

c = a << 2;

print ("result of LEFT SHIFT is ", c,':',bin(c))

c = a >> 2;

print ("result of RIGHT SHIFT is ", c,':',bin(c))

**Output**

a= 20 : 0b10100 b= 10 : 0b1010

result of AND is  0 : 0b0

result of OR is  30 : 0b11110

result of EXOR is  30 : 0b11110

result of COMPLEMENT is  -21 : -0b10101

result of LEFT SHIFT is  80 : 0b1010000

result of RIGHT SHIFT is  5 : 0b101

**Python Logical Operators**

[Python logical operators](https://www.tutorialspoint.com/python/python_logical_operators.htm) are used to combile two or more conditions and check the final result. There are following logical operators supported by Python language. Assume variable a holds 10 and variable b holds 20 then

The following table contains all logical operators with their symbols, names, and examples −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Example** |
| and | AND | a and b |
| or | OR | a or b |
| not | NOT | not(a) |

Example of Python Logical Operators

var = 5

print(var > 3 and var < 10)

print(var > 3 or var < 4)

print(not (var a> 3 and var < 10))

**Output**

True

True

False

Python Membership Operators

Python's [membership operators](https://www.tutorialspoint.com/python/python_membership_operators.htm) test for membership in a sequence, such as strings, lists, or tuples.

There are two membership operators as explained below −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| in | Returns True if it finds a variable in the specified sequence, false otherwise. | a in b |
| not in | returns True if it does not finds a variable in the specified sequence and false otherwise. | a not in b |

a = 10

b = 20

list = [1, 2, 3, 4, 5 ]

print ("a:", a, "b:", b, "list:", list)

if ( a in list ):

   print ("a is present in the given list")

else:

   print ("a is not present in the given list")

if ( b not in list ):

   print ("b is not present in the given list")

else:

   print ("b is present in the given list")

c=b/a

print ("c:", c, "list:", list)

if ( c in list ):

   print ("c is available in the given list")

else:

    print ("c is not available in the given list")

**Output**

a: 10 b: 20 list: [1, 2, 3, 4, 5]

a is not present in the given list

b is not present in the given list

c: 2.0 list: [1, 2, 3, 4, 5]

c is available in the given list

**Python Identity Operators**

[Python identity operators](https://www.tutorialspoint.com/python/python_identity_operators.htm) compare the memory locations of two objects.

There are two Identity operators explained below −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| is | Returns True if both variables are the same object and false otherwise. | a is b |
| is not | Returns True if both variables are not the same object and false otherwise. | a is not b |

Example of Python Identity Operators

a = [1, 2, 3, 4, 5]

b = [1, 2, 3, 4, 5]

c = a

print(a is c)

print(a is b)

print(a is not c)

print(a is not b)

**Output**

True

False

False

True

**Python Operators Precedence**

Operators precedence decides the order of the evaluation in which an operator is evaluated. Python operators have different levels of precedence. The following table contains the list of operators having highest to lowest precedence −

The following table lists all operators from highest [precedence](https://www.tutorialspoint.com/python/operators_precedence_example.htm) to lowest.

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **\*\***  Exponentiation (raise to the power) |
| 2 | **~ + -**  Complement, unary plus and minus (method names for the last two are +@ and -@) |
| 3 | **\* / % //**  Multiply, divide, modulo and floor division |
| 4 | **+ -**  Addition and subtraction |
| 5 | **>> <<**  Right and left bitwise shift |
| 6 | **&**  Bitwise 'AND' |
| 7 | **^ |**  Bitwise exclusive `OR' and regular `OR' |
| 8 | **<= < > >=**  Comparison operators |
| 9 | **<> == !=**  Equality operators |
| 10 | **= %= /= //= -= += \*= \*\*=**  Assignment operators |
| 11 | **is is not**  Identity operators |
| 12 | **in not in**  Membership operators |
| 13 | **not or and**  Logical operators |

**Python Arithmetic Operators**

Python arithmetic operators are used to perform mathematical operations such as addition, subtraction, multiplication, division, and more on numbers. Arithmetic operators are binary operators in the sense they operate on two operands. Python fully supports mixed arithmetic. That is, the two operands can be of two different number types. In such a situation.

Types of Arithmetic Operators

Following is the table which lists down all the arithmetic operators available in Python:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Example** |
| + | Addition | a + b = 30 |
| - | Subtraction | a b = -10 |
| \* | Multiplication | a \* b = 200 |
| / | Division | b / a = 2 |
| % | Modulus | b % a = 0 |
| \*\* | Exponent | a\*\*b =10\*\*20 |
| // | Floor Division | 9//2 = 4 |

Let us study these operators with examples.

**Addition Operator**

The addition operator represents by + symbol. It is a basic arithmetic operator. It adds the two numeric operands on the either side and returns the addition result.

Example to add two integer numbers

In the following example, the two integer [variables](https://www.tutorialspoint.com/python/python_variables.htm) are the operands for the "+" operator.

a=10

b=20

print ("Addition of two integers")

print ("a =",a,"b =",b,"addition =",a+b)

It will produce the following **output** −

Addition of two integers

a = 10 b = 20 addition = 30

Example to add integer and float numbers

Addition of integer and float results in a float.

a=10

b=20.5

print ("Addition of integer and float")

print ("a =",a,"b =",b,"addition =",a+b)

It will produce the following **output** −

Addition of integer and float

a = 10 b = 20.5 addition = 30.5

Example to add two complex numbers

The result of adding float to complex is a complex number.

a=10+5j

b=20.5

print ("Addition of complex and float")

print ("a=",a,"b=",b,"addition=",a+b)

It will produce the following **output** −

Addition of complex and float

a= (10+5j) b= 20.5 addition= (30.5+5j)

**Subtraction Operator**

The subtraction operator represents by - symbol. It subtracts the second operand from the first. The resultant number is negative if the second operand is larger.

Example to subtract two integer numbers

First example shows subtraction of two integers.

a=10

b=20

print ("Subtraction of two integers:")

print ("a =",a,"b =",b,"a-b =",a-b)

print ("a =",a,"b =",b,"b-a =",b-a)

Result −

Subtraction of two integers

a = 10 b = 20 a-b = -10

a = 10 b = 20 b-a = 10

Example to subtract integer and float numbers

Subtraction of an integer and a float follows the same principle.

a=10

b=20.5

print ("subtraction of integer and float")

print ("a=",a,"b=",b,"a-b=",a-b)

print ("a=",a,"b=",b,"b-a=",b-a)

It will produce the following **output** −

subtraction of integer and float

a= 10 b= 20.5 a-b= -10.5

a= 10 b= 20.5 b-a= 10.5

Example to subtract complex numbers

In the subtraction involving a complex and a float, real component is involved in the operation.

a=10+5j

b=20.5

print ("subtraction of complex and float")

print ("a=",a,"b=",b,"a-b=",a-b)

print ("a=",a,"b=",b,"b-a=",b-a)

It will produce the following **output** −

subtraction of complex and float

a= (10+5j) b= 20.5 a-b= (-10.5+5j)

a= (10+5j) b= 20.5 b-a= (10.5-5j)

**Multiplication Operator**

The \* (asterisk) symbol is defined as a multiplication operator in Python (as in many languages). It returns the product of the two operands on its either side. If any of the operands negative, the result is also negative. If both are negative, the result is positive. Changing the order of operands doesn't change the result

Example to multiply two integers

a=10

b=20

print ("Multiplication of two integers")

print ("a =",a,"b =",b,"a\*b =",a\*b)

It will produce the following **output** −

Multiplication of two integers

a = 10 b = 20 a\*b = 200

Example to multiply integer and float numbers

In multiplication, a float operand may have a standard decimal point notation, or a scientific notation.

a=10

b=20.5

print ("Multiplication of integer and float")

print ("a=",a,"b=",b,"a\*b=",a\*b)

a=-5.55

b=6.75E-3

print ("Multiplication of float and float")

print ("a =",a,"b =",b,"a\*b =",a\*b)

It will produce the following **output** −

Multiplication of integer and float

a = 10 b = 20.5 a-b = -10.5

Multiplication of float and float

a = -5.55 b = 0.00675 a\*b = -0.037462499999999996

Example to multiply complex numbers

For the multiplication operation involving one complex operand, the other operand multiplies both the real part and imaginary part.

a=10+5j

b=20.5

print ("Multiplication of complex and float")

print ("a =",a,"b =",b,"a\*b =",a\*b)

It will produce the following **output** −

Multiplication of complex and float

a = (10+5j) b = 20.5 a\*b = (205+102.5j)

**Division Operator**

The "/" symbol is usually called as forward slash. The result of division operator is numerator (left operand) divided by denominator (right operand). The resultant number is negative if any of the operands is negative. Since infinity cannot be stored in the memory, Python raises ZeroDivisionError if the denominator is 0.

The result of division operator in Python is always a float, even if both operands are integers. Example to divide two numbers

a=10

b=20

print ("Division of two integers")

print ("a=",a,"b=",b,"a/b=",a/b)

print ("a=",a,"b=",b,"b/a=",b/a)

It will produce the following **output** −

Division of two integers

a= 10 b= 20 a/b= 0.5

a= 10 b= 20 b/a= 2.0

Example to divide two float numbers

In Division, a float operand may have a standard decimal point notation, or a scientific notation.

a=10

b=-20.5

print ("Division of integer and float")

print ("a=",a,"b=",b,"a/b=",a/b)

a=-2.50

b=1.25E2

print ("Division of float and float")

print ("a=",a,"b=",b,"a/b=",a/b)

It will produce the following **output** −

Division of integer and float

a= 10 b= -20.5 a/b= -0.4878048780487805

Division of float and float

a= -2.5 b= 125.0 a/b= -0.02

Example to divide complex numbers

When one of the operands is a complex number, division between the other operand and both parts of complex number (real and imaginary) object takes place.

a=7.5+7.5j

b=2.5

print ("Division of complex and float")

print ("a =",a,"b =",b,"a/b =",a/b)

print ("a =",a,"b =",b,"b/a =",b/a)

It will produce the following **output** −

Division of complex and float

a = (7.5+7.5j) b = 2.5 a/b = (3+3j)

a = (7.5+7.5j) b = 2.5 b/a = (0.16666666666666666-0.16666666666666666j)

If the numerator is 0, the result of division is always 0 except when denominator is 0, in which case, Python raises ZeroDivisionError wirh Division by Zero error message

a=0

b=2.5

print ("a=",a,"b=",b,"a/b=",a/b)

print ("a=",a,"b=",b,"b/a=",b/a)

It will produce the following **output** −

a= 0 b= 2.5 a/b= 0.0

Traceback (most recent call last):

  File "C:\Users\mlath\examples\example.py", line 20, in <module>

     print ("a=",a,"b=",b,"b/a=",b/a)

                                 ~^~

ZeroDivisionError: float division by zero

**Modulus Operator**

Python defines the "%" symbol, which is known aa Percent symbol, as Modulus (or modulo) operator. It returns the remainder after the denominator divides the numerator. It can also be called Remainder operator. The result of the modulus operator is the number that remains after the integer quotient. To give an example, when 10 is divided by 3, the quotient is 3 and remainder is 1. Hence, 10%3 (normally pronounced as 10 mod 3) results in 1.

**Example for modulus operation on integers**

If both the operands are integer, the modulus value is an integer. If numerator is completely divisible, remainder is 0. If numerator is smaller than denominator, modulus is equal to the numerator. If denominator is 0, Python raises ZeroDivisionError.

a=10

b=2

print ("a=",a, "b=",b, "a%b=", a%b)

a=10

b=4

print ("a=",a, "b=",b, "a%b=", a%b)

print ("a=",a, "b=",b, "b%a=", b%a)

a=0

b=10

print ("a=",a, "b=",b, "a%b=", a%b)

print ("a=", a, "b=", b, "b%a=",b%a)

It will produce the following **output** −

a= 10 b= 2 a%b= 0

a= 10 b= 4 a%b= 2

a= 10 b= 4 b%a= 4

a= 0 b= 10 a%b= 0

Traceback (most recent call last):

  File "C:\Users\mlath\examples\example.py", line 13, in <module>

    print ("a=", a, "b=", b, "b%a=",b%a)

                                    ~^~

ZeroDivisionError: integer modulo by zero

Example for modulus operation on floats

If any of the operands is a float, the mod value is always float.

a=10

b=2.5

print ("a=",a, "b=",b, "a%b=", a%b)

a=10

b=1.5

print ("a=",a, "b=",b, "a%b=", a%b)

a=7.7

b=2.5

print ("a=",a, "b=",b, "a%b=", a%b)

a=12.4

b=3

print ("a=",a, "b=",b, "a%b=", a%b)

It will produce the following **output** −

a= 10 b= 2.5 a%b= 0.0

a= 10 b= 1.5 a%b= 1.0

a= 7.7 b= 2.5 a%b= 0.20000000000000018

a= 12.4 b= 3 a%b= 0.40000000000000036

Python doesn't accept complex numbers to be used as operand in modulus operation. It throws TypeError: unsupported operand type(s) for %.

**Exponent Operator**

Python uses \*\* (double asterisk) as the exponent operator (sometimes called raised to operator). So, for a\*\*b, you say a raised to b, or even bth power of a.

If in the exponentiation expression, both operands are integer, result is also an integer. In case either one is a float, the result is float. Similarly, if either one operand is complex number, exponent operator returns a complex number.

If the base is 0, the result is 0, and if the index is 0 then the result is always 1.

Example of exponent operator

a=10

b=2

print ("a=",a, "b=",b, "a\*\*b=", a\*\*b)

a=10

b=1.5

print ("a=",a, "b=",b, "a\*\*b=", a\*\*b)

a=7.7

b=2

print ("a=",a, "b=",b, "a\*\*b=", a\*\*b)

a=1+2j

b=4

print ("a=",a, "b=",b, "a\*\*b=", a\*\*b)

a=12.4

b=0

print ("a=",a, "b=",b, "a\*\*b=", a\*\*b)

print ("a=",a, "b=",b, "b\*\*a=", b\*\*a)

It will produce the following **output** −

a= 10 b= 2 a\*\*b= 100

a= 10 b= 1.5 a\*\*b= 31.622776601683793

a= 7.7 b= 2 a\*\*b= 59.290000000000006

a= (1+2j) b= 4 a\*\*b= (-7-24j)

a= 12.4 b= 0 a\*\*b= 1.0

a= 12.4 b= 0 b\*\*a= 0.0

**Floor Division Operator**

Floor division is also called as integer division. Python uses // (double forward slash) symbol for the purpose. Unlike the modulus or modulo which returns the remainder, the floor division gives the quotient of the division of operands involved.

If both operands are positive, floor operator returns a number with fractional part removed from it. For example, the floor division of 9.8 by 2 returns 4 (pure division is 4.9, strip the fractional part, result is 4).

But if one of the operands is negative, the result is rounded away from zero (towards negative infinity). Floor division of -9.8 by 2 returns 5 (pure division is -4.9, rounded away from 0).

Example of floor division operator

a=9

b=2

print ("a=",a, "b=",b, "a//b=", a//b)

a=9

b=-2

print ("a=",a, "b=",b, "a//b=", a//b)

a=10

b=1.5

print ("a=",a, "b=",b, "a//b=", a//b)

a=-10

b=1.5

print ("a=",a, "b=",b, "a//b=", a//b)

It will produce the following **output** −

a= 9 b= 2 a//b= 4

a= 9 b= -2 a//b= -5

a= 10 b= 1.5 a//b= 6.0

a= -10 b= 1.5 a//b= -7.0

Precedence and Associativity of Arithmetic Operators

|  |  |  |
| --- | --- | --- |
| **Operator(s)** | **Description** | **Associativity** |
| \*\* | Exponent Operator | Associativity of Exponent operator is from **Right to Left**. |
| %, \*, /, // | Modulus, Multiplication, Division, and Floor Division | Associativity of Modulus, Multiplication, Division, and Floor Division operators are from **Left to Right**. |
| +, | Addition and Subtraction Operators | Associativity of Addition and Subtraction operators are from **Left to Right**. |

The following table shows the precedence and associativity of the arithmetic operators in Python.

**Arithmetic Operators with Complex Numbers**

Arithmetic operators behave slightly differently when the both operands are complex number objects.

**Addition and subtraction of complex numbers**

Addition and subtraction of complex numbers is a simple addition/subtraction of respective real and imaginary components.

a=2.5+3.4j

b=-3+1.0j

print ("Addition of complex numbers - a=",a, "b=",b, "a+b=", a+b)

print ("Subtraction of complex numbers - a=",a, "b=",b, "a-b=", a-b)

It will produce the following **output** −

Addition of complex numbers - a= (2.5+3.4j) b= (-3+1j) a+b= (-0.5+4.4j)

Subtraction of complex numbers - a= (2.5+3.4j) b= (-3+1j) a-b= (5.5+2.4j)

**Multiplication of complex numbers**

Multiplication of complex numbers is similar to multiplication of two binomials in algebra. If "a+bj" and "x+yj" are two complex numbers, then their multiplication is given by this formula −

(a+bj)\*(x+yj) = ax+ayj+xbj+byj2 = (ax-by)+(ay+xb)j

For example,

a=6+4j

b=3+2j

c=a\*b

c=(18-8)+(12+12)j

c=10+24j

The following program confirms the result −

a=6+4j

b=3+2j

print ("Multplication of complex numbers - a=",a, "b=",b, "a\*b=", a\*b)

To understand the how the division of two complex numbers takes place, we should use the conjugate of a complex number. Python's complex object has a conjugate() method that returns a complex number with the sign of imaginary part reversed.

>>> a=5+6j

>>> a.conjugate()

(5-6j)

**Division of complex numbers**

To divide two complex numbers, divide and multiply the numerator as well as the denominator with the conjugate of denominator.

a=6+4j

b=3+2j

c=a/b

c=(6+4j)/(3+2j)

c=(6+4j)\*(3-2j)/3+2j)\*(3-2j)

c=(18-12j+12j+8)/(9-6j+6j+4)

c=26/13

c=2+0j

To verify, run the following code −

a=6+4j

b=3+2j

print ("Division of complex numbers - a=",a, "b=",b, "a/b=", a/b)

Python Comparison Operators

**Comparison operators** in Python are very important in [Python's conditional statements](https://www.tutorialspoint.com/python/python_decision_making.htm) ([**if, else** and **elif**](https://www.tutorialspoint.com/python/python_if_else.htm)) and [looping statements](https://www.tutorialspoint.com/python/python_loops.htm) ([while](https://www.tutorialspoint.com/python/python_while_loops.htm) and [for loops](https://www.tutorialspoint.com/python/python_for_loops.htm)). The **comparison operators** also called **relational operators**. Some of the well known operators are "<" stands for less than, and ">" stands for greater than operator.

Python uses two more operators, combining "=" symbol with these two. The "<=" symbol is for less than or equal to operator and the ">=" symbol is for greater than or equal to operator.

Different Comparison Operators in Python

Python has two more comparison operators in the form of "==" and "!=". They are for **is equal to** and **is not equal to** operators. Hence, there are six comparison operators in Python and they are listed below in this table:

|  |  |  |
| --- | --- | --- |
| < | Less than | a<b |
| > | Greater than | a>b |
| <= | Less than or equal to | a<=b |
| >= | Greater than or equal to | a>=b |
| == | Is equal to | a==b |
| != | Is not equal to | a!=b |

Comparison operators are binary in nature, requiring two operands. An expression involving a comparison operator is called a Boolean expression, and always returns either True or False.

Example

a=5

b=7

print (a>b)

print (a<b)

It will produce the following **output** −

False

True

Both the operands may be [Python literals](https://www.tutorialspoint.com/python/python_literals.htm), [variables](https://www.tutorialspoint.com/python/python_variables.htm) or expressions. Since Python supports mixed arithmetic, you can have any number type operands.

Example

The following code demonstrates the use of Python's **comparison operators with integer numbers** −

print ("Both operands are integer")

a=5

b=7

print ("a=",a, "b=",b, "a>b is", a>b)

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

Both operands are integer

a= 5 b= 7 a>b is False

a= 5 b= 7 a<b is True

a= 5 b= 7 a==b is False

a= 5 b= 7 a!=b is True

Comparison of Float Number

In the following example, an integer and a float operand are compared.

Example

print ("comparison of int and float")

a=10

b=10.0

print ("a=",a, "b=",b, "a>b is", a>b)

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

comparison of int and float

a= 10 b= 10.0 a>b is False

a= 10 b= 10.0 a<b is False

a= 10 b= 10.0 a==b is True

a= 10 b= 10.0 a!=b is False

Comparison of Complex umbers

Although complex object is a number [data type in Python](https://www.tutorialspoint.com/python/python_data_types.htm), its behavior is different from others. Python doesn't support < and > operators, however it does support equality (==) and inequality (!=) operators.

Example

print ("comparison of complex numbers")

a=10+1j

b=10.-1j

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

comparison of complex numbers

a= (10+1j) b= (10-1j) a==b is False

a= (10+1j) b= (10-1j) a!=b is True

You get a TypeError with less than or greater than operators.

Example

print ("comparison of complex numbers")

a=10+1j

b=10.-1j

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a>b is",a>b)

It will produce the following **output** −

comparison of complex numbers

Traceback (most recent call last):

  File "C:\Users\mlath\examples\example.py", line 5, in <module>

    print ("a=",a, "b=",b,"a<b is",a<b)

                                      ^^^

TypeError: '<' not supported between instances of 'complex' and

'complex

Comparison of Booleans

Boolean objects in Python are really integers: True is 1 and False is 0. In fact, Python treats any non-zero number as True. In Python, comparison of Boolean objects is possible. "False < True" is True!

Example

print ("comparison of Booleans")

a=True

b=False

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a>b is",a>b)

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

comparison of Booleans

a= True b= False a<b is False

a= True b= False a>b is True

a= True b= False a==b is False

a= True b= False a!=b is True

Comparison of Sequence Types

In Python, comparison of only similar sequence objects can be performed. A string object is comparable with another string only. A [list](https://www.tutorialspoint.com/python/python_lists.htm) cannot be compared with a [tuple](https://www.tutorialspoint.com/python/python_tuples.htm), even if both have same items.

Example

print ("comparison of different sequence types")

a=(1,2,3)

b=[1,2,3]

print ("a=",a, "b=",b,"a<b is",a<b)

It will produce the following **output** −

comparison of different sequence types

Traceback (most recent call last):

  File "C:\Users\mlath\examples\example.py", line 5, in <module>

    print ("a=",a, "b=",b,"a<b is",a<b)

                                       ^^^

TypeError: '<' not supported between instances of 'tuple' and 'list'

Sequence objects are compared by lexicographical ordering mechanism. The comparison starts from item at 0th index. If they are equal, comparison moves to next index till the items at certain index happen to be not equal, or one of the sequences is exhausted. If one sequence is an initial sub-sequence of the other, the shorter sequence is the smaller (lesser) one.

Which of the operands is greater depends on the difference in values of items at the index where they are unequal. For example, 'BAT'>'BAR' is True, as T comes after R in Unicode order.

If all items of two sequences compare equal, the sequences are considered equal.

Example

print ("comparison of strings")

a='BAT'

b='BALL'

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a>b is",a>b)

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

comparison of strings

a= BAT b= BALL a<b is False

a= BAT b= BALL a>b is True

a= BAT b= BALL a==b is False

a= BAT b= BALL a!=b is True

In the following example, two tuple objects are compared −

Example

print ("comparison of tuples")

a=(1,2,4)

b=(1,2,3)

print ("a=",a, "b=",b,"a<b is",a<b)

print ("a=",a, "b=",b,"a>b is",a>b)

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

a= (1, 2, 4) b= (1, 2, 3) a<b is False

a= (1, 2, 4) b= (1, 2, 3) a>b is True

a= (1, 2, 4) b= (1, 2, 3) a==b is False

a= (1, 2, 4) b= (1, 2, 3) a!=b is True

Comparison of Dictionary Objects

The use of "<" and ">" operators for Python's dictionary is not defined. In case of these operands, TypeError: '<' not supported between instances of 'dict' and 'dict' is reported.

Equality comparison checks if the length of both the dict items is same. Length of dictionary is the number of key-value pairs in it.

Python dictionaries are simply compared by length. The dictionary with fewer elements is considered less than a dictionary with more elements.

Example

print ("comparison of dictionary objects")

a={1:1,2:2}

b={2:2, 1:1, 3:3}

print ("a=",a, "b=",b,"a==b is",a==b)

print ("a=",a, "b=",b,"a!=b is",a!=b)

It will produce the following **output** −

comparison of dictionary objects

a= {1: 1, 2: 2} b= {2: 2, 1: 1, 3: 3} a==b is False

a= {1: 1, 2: 2} b= {2: 2, 1: 1, 3: 3} a!=b is True

Python Assignment Operator

The = (equal to) symbol is defined as assignment operator in Python. The value of Python expression on its right is assigned to a single [variable](https://www.tutorialspoint.com/python/python_variables.htm) on its left. The = symbol as in programming in general (and Python in particular) should not be confused with its usage in Mathematics, where it states that the expressions on the either side of the symbol are equal.

Example of Assignment Operator in Python

Consider following Python statements −

a = 10

b = 5

a = a + b

print (a)

At the first instance, at least for somebody new to programming but who knows maths, the statement "a=a+b" looks strange. How could a be equal to "a+b"? However, it needs to be reemphasized that the = symbol is an assignment operator here and not used to show the equality of LHS and RHS.

Because it is an assignment, the expression on right evaluates to 15, the value is assigned to a.

In the statement "a+=b", the two operators "+" and "=" can be combined in a "+=" operator. It is called as add and assign operator. In a single statement, it performs addition of two operands "a" and "b", and result is assigned to operand on left, i.e., "a".

Augmented Assignment Operators in Python

In addition to the simple assignment operator, Python provides few more assignment operators for advanced use. They are called cumulative or augmented assignment operators. In this chapter, we shall learn to use augmented assignment operators defined in Python.

Python has the augmented assignment operators for all [arithmetic](https://www.tutorialspoint.com/python/python_arithmetic_operators.htm) and comparison operators.

Python augmented assignment operators combines addition and assignment in one statement. Since Python supports mixed arithmetic, the two operands may be of different types. However, the type of left operand changes to the operand of on right, if it is wider.

Example

The += operator is an augmented operator. It is also called cumulative addition operator, as it adds "b" in "a" and assigns the result back to a variable.

The following are the augmented assignment operators in Python:

* Augmented Addition Operator
* Augmented Subtraction Operator
* Augmented Multiplication Operator
* Augmented Division Operator
* Augmented Modulus Operator
* Augmented Exponent Operator
* Augmented Floor division Operator

Augmented Addition Operator (+=)

Following examples will help in understanding how the "+=" operator works −

a=10

b=5

print ("Augmented addition of int and int")

a+=b # equivalent to a=a+b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented addition of int and float")

a+=b  # equivalent to a=a+b

print ("a=",a, "type(a):", type(a))

a=10.50

b=5+6j

print ("Augmented addition of float and complex")

a+=b #equivalent to a=a+b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented addition of int and int

a= 15 type(a): <class 'int'>

Augmented addition of int and float

a= 15.5 type(a): <class 'float'>

Augmented addition of float and complex

a= (15.5+6j) type(a): <class 'complex'>

Augmented Subtraction Operator (-=)

Use -= symbol to perform subtract and assign operations in a single statement. The "a-=b" statement performs "a=a-b" assignment. Operands may be of any number type. Python performs implicit type casting on the [object](https://www.tutorialspoint.com/python/python_object_classes.htm) which is narrower in size.

a=10

b=5

print ("Augmented subtraction of int and int")

a-=b #equivalent to a=a-b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented subtraction of int and float")

a-=b #equivalent to a=a-b

print ("a=",a, "type(a):", type(a))

a=10.50

b=5+6j

print ("Augmented subtraction of float and complex")

a-=b #equivalent to a=a-b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented subtraction of int and int

a= 5 type(a): <class 'int'>

Augmented subtraction of int and float

a= 4.5 type(a): <class 'float'>

Augmented subtraction of float and complex

a= (5.5-6j) type(a): <class 'complex'>

Augmented Multiplication Operator (\*=)

The "\*=" operator works on similar principle. "a\*=b" performs multiply and assign operations, and is equivalent to "a=a\*b". In case of augmented multiplication of two complex numbers, the rule of multiplication as discussed in the previous chapter is applicable.

a=10

b=5

print ("Augmented multiplication of int and int")

a\*=b #equivalent to a=a\*b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented multiplication of int and float")

a\*=b #equivalent to a=a\*b

print ("a=",a, "type(a):", type(a))

a=6+4j

b=3+2j

print ("Augmented multiplication of complex and complex")

a\*=b #equivalent to a=a\*b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented multiplication of int and int

a= 50 type(a): <class 'int'>

Augmented multiplication of int and float

a= 55.0 type(a): <class 'float'>

Augmented multiplication of complex and complex

a= (10+24j) type(a): <class 'complex'>

Augmented Division Operator (/=)

The combination symbol "/=" acts as divide and assignment operator, hence "a/=b" is equivalent to "a=a/b". The division operation of int or float operands is float. Division of two complex numbers returns a complex number. Given below are examples of augmented division operator.

a=10

b=5

print ("Augmented division of int and int")

a/=b #equivalent to a=a/b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented division of int and float")

a/=b #equivalent to a=a/b

print ("a=",a, "type(a):", type(a))

a=6+4j

b=3+2j

print ("Augmented division of complex and complex")

a/=b #equivalent to a=a/b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented division of int and int

a= 2.0 type(a): <class 'float'>

Augmented division of int and float

a= 1.8181818181818181 type(a): <class 'float'>

Augmented division of complex and complex

a= (2+0j) type(a): <class 'complex'>

Augmented Modulus Operator (%=)

To perform modulus and assignment operation in a single statement, use the %= operator. Like the mod operator, its augmented version also is not supported for complex number.

a=10

b=5

print ("Augmented modulus operator with int and int")

a%=b #equivalent to a=a%b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented modulus operator with int and float")

a%=b #equivalent to a=a%b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented modulus operator with int and int

a= 0 type(a): <class 'int'>

Augmented modulus operator with int and float

a= 4.5 type(a): <class 'float'>

Augmented Exponent Operator (\*\*=)

The "\*\*=" operator results in computation of "a" raised to "b", and assigning the value back to "a". Given below are some examples −

a=10

b=5

print ("Augmented exponent operator with int and int")

a\*\*=b #equivalent to a=a\*\*b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented exponent operator with int and float")

a\*\*=b #equivalent to a=a\*\*b

print ("a=",a, "type(a):", type(a))

a=6+4j

b=3+2j

print ("Augmented exponent operator with complex and complex")

a\*\*=b #equivalent to a=a\*\*b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented exponent operator with int and int

a= 100000 type(a): <class 'int'>

Augmented exponent operator with int and float

a= 316227.7660168379 type(a): <class 'float'>

Augmented exponent operator with complex and complex

a= (97.52306038414744-62.22529992036203j) type(a): <class 'complex'>

Augmented Floor division Operator (//=)

For performing floor division and assignment in a single statement, use the "//=" operator. "a//=b" is equivalent to "a=a//b". This operator cannot be used with complex numbers.

a=10

b=5

print ("Augmented floor division operator with int and int")

a//=b #equivalent to a=a//b

print ("a=",a, "type(a):", type(a))

a=10

b=5.5

print ("Augmented floor division operator with int and float")

a//=b #equivalent to a=a//b

print ("a=",a, "type(a):", type(a))

It will produce the following **output** −

Augmented floor division operator with int and int

a= 2 type(a): <class 'int'>

Augmented floor division operator with int and float

a= 1.0 type(a): <class 'float'>